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Abstract—According to a survey conducted by Forrester Research in 2008, at least 44% of North American, European, and Asian-Pacific enterprises have adopted SOA (Service-oriented Architecture), and at least 63% would adopt it by the end of 2008 [1]. A more recent survey by Forrester also shows that SOA adoption remains strong in 2010 [2]. Nevertheless, there are many misconceptions about SOA [3], which could lead to sub optimal implementation of the paradigm. This paper is not about whether to adopt or not to adopt SOA. Instead, this paper proposes a method on how to judge an SOA implementation from architectural point of view. More specifically, we evaluate the extent to which proprietary SOA systems conform to the principles of service orientation. To this aim, a framework of Degree of Service Orientation (DoSO) has been developed. This framework is applied to nine proprietary SOA systems and the results show that, on average, the degree of service orientation is rather low. Experts’ evaluation on the usefulness of the framework is also discussed.

I. INTRODUCTION

The results of the surveys conducted by Forrester Research show an interesting phenomenon in that more and more systems are going to be built using an architectural style that puts a strong emphasis on flexibility and efficiency. However, in practice technology adoptions often do not add value to organizations. The promises and benefits of SOA have been discussed quite extensively in literature (e.g., [4], [5]) and one of the key benefits of having an SOA solution is a seamless integration of business services [6]. However, to successfully achieve such benefits organizations should understand what SOA really is and which key attributes are crucial in implementing SOA solutions.

One of the misconceptions surrounding SOA is to consider SOA merely about standards or technology [3]. Implementing an application using a web service does not guarantee an SOA, neither is implementing an Enterprise Service Bus (ESB) to support application integration. Nonetheless, the discussion concerning what it means to be SOA should be set to the original context: SOA as an architectural style.

There are known issues in SOA adoption. The most notable issue is related to performance overhead caused, for example, by exchange of messages between services that might require substantial time for parsing and validation (especially for large messages) [7]. This performance issue of SOA implementation is compounded further by network latency. Another important issue is related to configuration management of services. If configuration management of services not managed properly, evolution of services can cause instability through out the whole service chain.

The goal of this paper, however, is not to discuss the advantages or disadvantages of SOA. Instead, we aim to propose a method that can be used to judge the conformance of an SOA implementation to the principles of service orientation.

To be considered an SOA, a system should demonstrate some degree of service orientation. In other words, a system should not be considered SOA if it is not composed of services. However, different organizations might have taken different design decisions to implement SOA, which result in different degrees of service orientation.

Understanding the extent to which SOA solutions conform to the concept of service orientation is important. This is particularly true because with such knowledge we might be able to explain the success and failure of SOA implementations. Therefore, the goal of this paper is to propose, apply, and evaluate a method for measuring the degree of service orientation of SOA systems. The research questions we aim to answer are the following:

- RQ1: How can we measure the degree of service orientation of SOA systems?
- RQ2: What is the degree of service orientation in proprietary SOA systems?
- RQ3: How useful is the proposed method to characterize SOA systems from experts’ point of view?

The rest of this paper is organized as follows. In Section II we introduce important concepts that will be used through out this paper. In Section III we present the answer to RQ1 by constructing a conceptual framework. Section IV discusses the design of the case studies. The answers to RQ2 and RQ3 are presented in Section IV, which discusses the results of the case studies. In Section VI we further discuss the results and limitations of our study, and finally in Section VII and VIII we discuss related work and conclusion respectively.

II. BACKGROUND

A. The Degree of Service Orientation

In SOA context, business processes are supported by functionality that is implemented as services. These services are software components that are designed in such a way that they can support ever-changing business demands. Consequently, the degree of service orientation of an SOA system should be
related to the extent to which its services are designed to be resilient towards changes in its surrounding environment.

Typically, changes in the business environment are related to changes in the partners of the business, growing service/product demands, and changes in the scope of the business. A company whose business processes rely heavily on software must ensure that when any of the aforementioned changes occurs, their software adapts to the changes easily.

Therefore, we define the degree of service orientation as the extent to which services are designed in such a way that allows them to be easily coupled, adapted and combined in order to cope with changing environment.

B. SOA Frameworks

An SOA framework or model is a set of theories or best practices that is developed to guide understanding or execution of a certain aspect or task in the area of service orientation.

Most SOA frameworks found in literature focus on the maturity of SOA adoption. These frameworks describe stages of maturity of SOA implementation and provide some key indicators at each stage. In the following passages we discuss some of these SOA frameworks.

Welke et al. proposed an SOA maturity model to guide organizations in adopting SOA by defining five maturity levels that are similar to that of CMMI (Capability Maturity Model Integration) [8]: Initial, Managed, Defined, Quantitatively Managed, and Optimized. Furthermore, the framework defines six dimensions for each maturity level: SOA view, benefits and metrics, business involvement, methodology, service sourcing, and governance. Higher maturity levels indicate a progression to a more mature use of SOA and a higher realization of SOA’s ability to support the business [9]. The authors suggested that organizations could use the model to evaluate their current level of SOA maturity and then determine actions to improve the maturity to the next level. For example, to progress from the Quantitatively Managed level to the Optimized level, from the SOA View dimension an organization needs to move from having an enterprise service architecture to an adaptive architecture.

A very similar approach is proposed by Rathfelder and Groenda [10]. The authors also defined five maturity levels, but looking at five different view points: service architecture, infrastructure, enterprise structure, service development, and governance. Another similar maturity model is proposed by Arsanjani and Holley [11]. They proposed the so-called Service Integration Maturity Model (SIMM) to guide organizations transforming their applications to service-based applications. The maturity model has seven levels of maturity and seven dimensions, namely business, organization, methods, applications, architecture, information, and infrastructure.

Papazoglou proposed a slightly different maturity model. The author defined limitations of the basic SOA implementation that typically involves service requesters and service providers, and supports activities to find, bind, and publish services. The author argued that the basic SOA does not address all concerns in a service-based architecture like management, service choreography and orchestration, and security [12]. Therefore, xSOA was proposed to extend the basic SOA by defining two levels on top of the basic level, namely composition and management layers.

At the composition layer, services are aggregated to deliver new, distinct composite services to clients. At the service management layer, two functions are defined in order to manage diverse capabilities in a distributed environment, namely service operation management and open service marketplace management. Both management capabilities are expected to help manage SOA solutions in different markets.

While the aforementioned SOA frameworks generally focused on the maturity of SOA adoption, the work of Razavian and Lago proposed a framework of SOA Migration (SOA-MF) [13] [14]. Migrating legacy systems to service-oriented systems is not trivial and pose service engineering challenges. SOA-MF provides a conceptual model to understand existing SOA migration approaches in terms of supported processes (e.g., reverse engineering), required artifacts (e.g., source code, models), activities, and the exploited knowledge. Such a migration framework can help identify the strengths and weaknesses of different migration approaches.

The aforementioned frameworks and maturity models aim to provide guidelines on how to adopt or transform SOA implementation. As technology adoption inevitably requires organizational changes, many of the proposed approaches cover different issues ranging from technical to organizational. While we agree that a comprehensive view is needed in assessing SOA adoptions, more attention should be given to the underlying SOA designs. In the end, the design of an SOA implementation will determine the sustainability of the implemented solution in supporting the business goal.

III. Constructing A Framework of Degree of Service Orientation

Existing approaches that aim to characterize the nature of SOA systems (e.g., maturity) generally focus on the managerial or governance aspects. In this section, we discuss our approach to develop a framework that focuses more on internal attributes of an SOA system, namely the degree of service orientation.

A. Methodology

We follow the FCM (Factor-Criteria-Metric) approach [15] in the construction of the framework. FCM model proposed an approach that can be followed while aiming to measure any software-related attribute. The basic idea of this theory is that a software attribute can be decomposed into a set of factors and each of these factors can be decomposed into a measurable set of criteria (sub-factors), which then can be evaluated by a set of software measurements called metrics. The relation between Factors-Criteria-Metric is shown in Figure 1.

The first step to create the framework is to identify the factors and their corresponding criteria, which is mainly based
on literature study. In particular, we look at existing software quality models and other related frameworks. After identifying the factors and criteria of the framework as well as the relations amongst them, we validate the framework with experts. Such a validation serve as a sanity check to make sure that the proposed framework is inline with experts’ judgments. In the next sections we discuss these steps in further detail.

B. Defining Factors

The factors in the framework represent the aspects of service orientation. Recall our definition of degree of service orientation: the extent to which services are designed in such a way that allows them to easily communicate, be adapted and combined. The chosen factors should reflect these aspects.

To look for factors that reflect the aspects of service orientation we study the ISO 25010 System and Software Quality Models [16]. Figure 2 shows software product quality according to ISO 25010. The second-level entities in Figure 2 represent quality characteristics and the third-level entities represent quality properties. To be selected as a factor, a quality property in the ISO 25010 should reflect the definition of service orientation, namely it must concern the ability of a service to easily communicate, be adapted and be combined with other services. After carefully evaluating each quality property, we find Interoperability, Adaptability and Reusability well suited to represent factors of service orientation.

Below are the selected factors and their definitions according to ISO 25010:

- **F.1. Interoperability.** The degree to which two or more systems, products or components can exchange information and use the information that has been exchanged.
- **F.2. Adaptability.** The degree to which a product or system can effectively and efficiently be adapted for different or evolving hardware, software or other operational or usage environments. Adaptability includes the scalability of internal capacity (e.g., transaction volumes).
- **F.3. Reusability.** The degree to which an asset can be used in more than one system, or in building other assets.

In addition to the selected three quality properties, we considered modularity and replaceability because these quality properties seem related to the notion of service orientation. Modularity is defined as degree to which a system or computer program is composed of discrete components such that a change to one component has minimal impact on other components [16]. Replaceability is defined as the degree to which a product can be replaced by another specified software product for the same purpose in the same environment [16].

Although modularity and replaceability seem related to the notion of service orientation, we can see that by definition both quality properties are more inward looking—that is, aimed at easing technical maintenance. Adaptability is partly about internal technical maintenance, but it also focuses on the scalability of software to process transactions requested by external parties. Given their stronger focus on internal aspects of a software system, we decided to exclude modularity and replaceability.

Having defined the factors of service orientation, the next step is to select a set of measurable criteria for each factor that satisfy its definition.

C. Defining Criteria

The factors defined previously are still in a rather abstract or conceptual level. To come up with concrete measures of the factors, we need to refine the factors further into questions that characterize how the factors can be achieved. To this aim, we basically want to be able to answer three questions: Q1) How interoperable is a service?; Q2) How reusable is a service?; and Q3) How adaptable is a service?

In the following passages we discuss the refinement of each factor into a set of concrete questions.

**Q1. How interoperable is a service?** From software architecture point of view, interoperability is related to interface design, layering and standardization [17]. Hence, interoperability can be broken down into fine-grained questions:

- Q1.1. Do services use a common medium to communicate and whether the messages being communicated have agreed upon syntax and semantic?
- Q1.2. Is the design of a service interface encapsulates internal details in order to increase interface stability?
- Q1.3. Is a service designed in such a way that it is not tightly coupled to other services or resources?

The above fine-grained questions are mutually exclusive and represent different aspects of interoperability: standardization, abstraction, and loose coupling. We will use these aspects as criteria for interoperability.

**Q2. How adaptable is a service?** The adaptability of a software system represents its capability to tolerate high degree of deviations in its environment [18]. For a service to be adaptable, it must have a high degree of control over its environment. Additionally, efficient request processing determines whether a service can handle substantial increase in service request. Therefore, service adaptability is related to the following two questions:

- Q2.1. Is a service designed in such a way that ensures scalability in processing requests?
- Q2.2. Is a service in control of its operating environment?

One of the most important principles of service design to achieve scalability is service statelessness. Managing loads of
state information can compromise service performance to handle requests. We also choose service autonomy as a criterion of service design in order to achieve adaptable services.

Q3. How reusable is a service? Designing reusable software components typically require providing sufficient information about the component [19], making sure that the size of functionality of the component is appropriate [20] and providing a generic, extensible functionality [21]. Therefore, we can further refine the question about reusability into the following sub questions:

- Q3.1. Is the functionality of a service kept generic to promote reuse?
- Q3.2. Is a service described or populated in such a way that it is easy to find by potential consumers?
- Q3.3. Is the functionality of a service properly scoped in order to ease service composition?

Based on the above sub questions, we determine criteria that are important for reusability, namely genericity, discoverability, and composability.

In the following passages, we present the definitions of the aforementioned criteria.

- **C.1.1. Standardization.** The objective of standardization is to enable an efficient communication amongst services. For example this can be achieved by describing services using a standard format, invoking services through a standard communication protocols, and exposing services functionality in a standard way.

- **C.1.2. Abstraction.** Service abstraction is a design principle that imposes to publish only the required information that service consumers need in order to effectively utilize a service.

- **C.1.3. Loose coupling.** A loosely coupled system aims to isolate its underlying components. In a loosely coupled system changes in one place will not impose significant changes in other places.

- **C.2.1. Statelessness.** Service statelessness requires that services in SOA-based system not to be involved in state management tasks (e.g., keeping trace of interaction-specific or activity-specific data).

- **C.2.2. Autonomy.** Service autonomy is a design principle that empowers service control over their execution environment, which increases the reliability of the service.

- **C.3.1. Genericity.** A service is considered generic if the functionality that the service provides could be reused in different contexts.

- **C.3.2. Discoverability.** Discoverability is the ability of a service to be discovered by supplementing services with communicative meta data by which they can be effectively discovered and interpreted [22].

- **C.3.3. Composability.** Service composability represents the extent to which a service, together with other services, can be composed to deliver a new service.

In line with the aforementioned criteria, principles of service design have been proposed in the literature. Papazoglou, for instance, argued that services should be technology neutral, loosely coupled, and support location transparency in order to be consumable by various parties from within or beyond an enterprise boundary [23]. The author also considered self-containment (service maintains its own state), dynamic discovery, dynamic invocation, and dynamic (re-)composition essential properties of services in SOA systems [24].

**D. Defining Metrics**

Metrics are the measurement used to evaluate the proposed criteria. Metrics often are measured from software artifacts automatically or semi-automatically. We consider automated static code analysis as the more objective and reliable approach to gather measurement data. However, not all criteria defined in Section III-C can be measured from software artefacts. Composability, for example, is difficult to assess without manually inspecting the design and scope of services.

Considering the needs for expert judgments and domain knowledge in order to evaluate services based on the defined criteria, we use qualitative assessment (i.e., using expert opinions) as metrics. In section IV-B, we further discuss the
instruments used to perform the qualitative assessment.

**E. The DoSO Framework**

Following the FCM approach, our goal is to be able to measure the degree of service orientation of an SOA system. The degree of service orientation, as discussed earlier in Section II-A, can be decomposed into three main factors, namely interoperability, adaptability, and reusability. In order to measure interoperability, adaptability, and reusability, we consider the eight criteria presented earlier. We found that the eight criteria are conceptually related to the notions of interoperability, adaptability, and reusability.

Figure 3 presents the proposed framework for evaluating the degree of service orientation of SOA systems. Notice that the framework has four levels, namely attribute, factors, criteria, and metrics. The figure shows the mapping between the eight criteria and the higher level factors, namely interoperability, adaptability, and reusability. The mapping indicates the most significant relationships between the factors and the criteria. For example, abstraction, loose coupling, and standardization are believed to have the most significant influence on interoperability.

The relations between Criteria and Metrics are represented as dashed lines because the metrics defined are context dependent. Metrics are the results of operationalizing the concepts of interest (e.g., abstraction), which formulation depends on the available artifact from which it is going to be measured. Therefore there is no dedicated metrics defined to measure the criteria. In the next section the operationalization of the framework will be discussed.

In the following passages we discuss the rationale behind the mapping between criteria and factors of the framework.

Interoperability emphasizes the ability of different services to work together. From technical point of view, interoperability means that the exchange of information between services can take place without burden. Standardization supports interoperability because the use of common standards (e.g., standard communication protocols) will ease data exchange. Abstraction (information hiding/encapsulation) hides underlying service details from consumers in order to provide stable interfaces. Poor abstraction also directly affects loose coupling because it increases the probability of the implementing components to change. Therefore, both abstraction and loose coupling support interoperability by ensuring sustainable exchange of information that is achieved through having stable interfaces.

Adaptability concerns the ability of a service to handle a growing number of users or consumers or its ability to be easily rescaled (in terms of resources) to respond to such growth. A service with a high degree of autonomy will have full control over its operating environment and resources. As a result, rescaling its resources is easy because they are not supplied by other parties. Concerning statelessness, a service with high degree of statelessness do not need to allocate resources for managing state information, which increases its ability to serve more requests concurrently.

Reusability represents the capability of a service to be exploited and adapted in such a way that it can support new business processes. An SOA system with generic services is cheaper and easier to extend because generic functionality can be reused elsewhere. With composable services one is allowed to construct new composite services to cater new business processes, hence facilitates extensions of the business scope. Finally, discoverability facilitates reusability in that it increases the degree of exposure of a service to the outer world. This exposure increases the chance of a service to be used in different business contexts.

With the proposed DoSO framework we aim to assess the
The objective of the case studies is to apply and evaluate the usefulness of the proposed DoSO framework. We aim to answer RQ2 and RQ3:

- RQ2: What is the degree of service orientation in proprietary SOA systems?
- RQ3: How useful is the framework to characterize SOA systems from experts’ point of view?

The case studies are performed within the contexts of systems that are/were assessed by the Software Improvement Group (SIG). SIG is an Amsterdam-based consultancy firm that provides services to assess, monitor, and, together with TÜViT, certify the technical quality of software [25].

**A. System Selection**

SIG maintains a software repository that currently stores around 700 software systems. As we are only interested in SOA systems, we first need to exclude systems that are not designed based on services.

Web service is the most common implementation of SOA systems in practice. Web Service Definition, specified using Web Service Language (WSDL), is one important element of web service implementation. Therefore, to identify potential SOA systems we look for WSDL files in the source code directories of every system. This identification process is done automatically using a script, and it resulted in 47 systems being identified using web service technology.

The fact that a system is built using web services does not necessarily mean it is an SOA system. Therefore, we further clarify whether the identified systems are indeed SOA systems by interviewing SIG consultants who are familiar with the systems. We asked the consultants whether the systems meet the basic characteristic of an SOA, namely whether it is composed of services. Additionally, only fully functional and independent systems were considered—for example, we excluded systems that never go live or subsystems that can not operate independently.

As there is a possibility that SOA systems’ interfaces are not implemented using WSDL, we also asked the consultants to nominate other SOA systems that were not in our list. In the end, we identified nine SOA systems to be used in the analysis. Table I provides a summary of characteristics of the nine systems.

**IV. CASE STUDIES**

**TABLE I**

<table>
<thead>
<tr>
<th>System</th>
<th>Industry Sector</th>
<th>Main Technology</th>
<th>Size (KLOC)</th>
</tr>
</thead>
<tbody>
<tr>
<td>System A</td>
<td>Insurance</td>
<td>C#</td>
<td>76</td>
</tr>
<tr>
<td>System B</td>
<td>Government</td>
<td>PHP</td>
<td>96</td>
</tr>
<tr>
<td>System C</td>
<td>Government</td>
<td>Java</td>
<td>118</td>
</tr>
<tr>
<td>System D</td>
<td>Healthcare</td>
<td>C#</td>
<td>153</td>
</tr>
<tr>
<td>System E</td>
<td>Government</td>
<td>Java</td>
<td>154</td>
</tr>
<tr>
<td>System F</td>
<td>Transport</td>
<td>Java</td>
<td>207</td>
</tr>
<tr>
<td>System G</td>
<td>Consumer goods</td>
<td>VB.NET</td>
<td>459</td>
</tr>
<tr>
<td>System H</td>
<td>Insurance</td>
<td>Java</td>
<td>1,170</td>
</tr>
<tr>
<td>System I</td>
<td>Government</td>
<td>Java</td>
<td>2,095</td>
</tr>
</tbody>
</table>

degree of service orientation of SOA systems, as presented in the next section. The factors of the framework are based on the ISO 25001, and they are further decomposed into a measurable set of criteria. The proposed DoSO framework gives an answer to RQ1: how can we measure the degree of service orientation of SOA systems?

**B. Instruments to Collect Data**

The proposed DoSO framework is designed as a generic framework that can be used in different contexts. From the point of view of measurements, different contexts often mean different data collection strategies.

Three data sources were considered during the operationalization of the framework, namely source code, recovered software architecture, and expert opinions. Static code analysis and analysis of recovered architecture are considered as the most objective and reliable source of data. However, as mentioned earlier, not all the criteria defined can be measured automatically from software artifacts. These criteria such as composability and autonomy require qualitative assessments or expert judgements.

Therefore, the use of qualitative metrics based on expert opinions is considered a more realistic way to measure the proposed criteria. The use of expert judgement in software engineering is not uncommon (see for example in [26] and [27]). Furthermore, the experts selected in the case studies will have full access to systems’ source code and other system documentations, which should increase the reliability of the information that they provided.

In the following passages we discuss the operationalization of the DoSO framework in terms of questionnaires to collect data from experts.

1) **DoSO Assessment Questionnaire**: An assessment questionnaire is used to collect expert opinions concerning the degree of service orientation. For every criteria in the DoSO framework (e.g., abstraction), we defined questions measured in a Likert scale with the following items: very low degree - low degree - average - high degree - very high degree. Table II shows the questions and their mappings to the criteria defined in the framework.

As shown in Table II, there are 15 questions in the questionnaire. However, some questions are optional (i.e., M.3.2.3 - M.3.2.5) depending on the answer given to the preceding questions (i.e., M.3.2.1 and M.3.2.2).

2) **Feedback Questionnaire**: A feedback questionnaire is used as an instrument to capture experts’ evaluation of the DoSO framework. Three aspects were evaluated using the questionnaire, namely experts’ acceptance of the framework, the perceived effectiveness of the framework, and the completeness of the framework.

To evaluate experts’ acceptance, we use method adoption criteria discussed in literature (e.g., [28]) as shown in Table III. Additionally, to assess the effectiveness and completeness of the framework, we ask the experts to rate the extent to which the framework is able to measure the degree of service orientation and to name important aspects currently missing in...
TABLE II
QUESTIONS THAT SERVE AS QUALITATIVE METRICS AND THEIR MAPPINGS TO THE MEASURED CRITERIA.

<table>
<thead>
<tr>
<th>Questions</th>
<th>Criteria</th>
</tr>
</thead>
<tbody>
<tr>
<td>M.1.1.1: To what degree services use the same communication protocol(s)?</td>
<td>C.1.1. Standardization</td>
</tr>
<tr>
<td>M.1.1.2: To what degree services need data format/type transformation before being able to communicate?</td>
<td></td>
</tr>
<tr>
<td>M.1.2.1: To what degree service interfaces hide the details of the implementation?</td>
<td>C.1.2. Abstraction</td>
</tr>
<tr>
<td>M.1.3.1: To what degree service implementations have minimal, but well-known dependencies on the services they invoke?</td>
<td>C.1.3. Loose coupling</td>
</tr>
<tr>
<td>M.2.1.1: To what degree services follow asynchronous communication?</td>
<td>C.2.1. Statelessness</td>
</tr>
<tr>
<td>M.2.1.2: To what degree services avoid keeping state information?</td>
<td></td>
</tr>
<tr>
<td>M.2.2.1: To what degree services’ life cycle (e.g. deployment and maintenance) is independent of that of other services?</td>
<td>C.2.2. Autonomy</td>
</tr>
<tr>
<td>M.2.2.2: To what degree services have control over underlying runtime execution environment?</td>
<td></td>
</tr>
<tr>
<td>M.3.1.1: To what degree services functionality is generic enough to be used in different domains (e.g.: marketing, sales)?</td>
<td>C.3.1. Genericity</td>
</tr>
<tr>
<td>M.3.2.1: Does the system use service registry to publish any of its services?</td>
<td>C.3.2. Discoverability</td>
</tr>
<tr>
<td>M.3.2.2: Does the organization have its own service registry?</td>
<td></td>
</tr>
<tr>
<td>M.3.2.3*: To what degree service registry supports management of names and locations of services?</td>
<td></td>
</tr>
<tr>
<td>M.3.2.4*: To what degree service registry supports management of registration and querying of services?</td>
<td></td>
</tr>
<tr>
<td>M.3.2.5*: To what degree service registry supports dynamic service matching?</td>
<td></td>
</tr>
<tr>
<td>M.3.3.1: To what degree services are coarse-grained services?</td>
<td>C.3.3. Composability</td>
</tr>
</tbody>
</table>

* Only asked if the experts answer YES to M.3.2.1.

the framework. Except for the question that asked the experts to name missing aspects in the framework, all questions are measured in Likert scale, with items similar to those of the DoSO assessment questionnaire.

C. Execution

Prior to the execution of the case studies, we approached consultants who are/were involved in the technical quality assessments of the selected systems. Initially, we aimed to use distinct consultants for each of the nine systems. However, because two of the consultants were familiar with some systems, they were asked to assess more than one system (maximal two systems). Hence, in the end there were seven consultants participated in the case studies. In the rest of this paper we refer to the consultants as experts.

The nine case studies were executed in a more or less parallel manner depending on the availability of the experts. The execution of a case study consisted of three separate sessions, namely the introduction session, assessment session, and feedback session.

In the introduction session, we briefed the experts about the task that they need to perform in the assessment session. Together with the experts, we went through the assessment questionnaire and provided clarification as needed. The introduction session on average lasted approximately 30 minutes.

The assessment session is an offline session—that is, the experts performed an assessment of an SOA system without assistance. In the session, the experts were asked to complete the assessment questionnaire. Additionally, they were asked to answer extra questions about system characteristics and respondent background. The experts were given several days to finish this task because of their busy schedules and the necessity to look at system source code and documentations. On average, the experts returned the completed questionnaire within a week.

After receiving the completed assessment questionnaire of a system, the feedback session would then take place. In this session we provided the result of the analysis, namely the degree of service orientation according to the DoSO framework, to the experts. After explaining the results and possibly with some open discussions on the results, in the end we asked the experts to complete the feedback questionnaire.

V. RESULTS

In this section we discuss the findings of the case studies. We start by discussing the results of assessing nine SOA systems using the DoSO framework. Subsequently, we discuss experts’ evaluation on the usefulness of the framework.

A. Assessments of Degree of Service Orientation

Table IV shows the results of applying the DoSO framework to the case studies. The columns in the table represent elements in the three levels of the framework, namely criteria, factor, and goal (measured attribute: DoSO). The scores in the criteria level represent scores associated with each Likert item: 1 - very low degree; 2 - low degree; 3 - average; 4 - high degree; 5 - very high degree. Scores of criteria that are composed of
TABLE III
FRAMEWORK VALIDATION CRITERIA

<table>
<thead>
<tr>
<th>Criteria</th>
<th>Definitions</th>
</tr>
</thead>
<tbody>
<tr>
<td>Perceived Usefulness</td>
<td>The extent to which users believe that a method improve their job performance</td>
</tr>
<tr>
<td>Perceived Ease of Use</td>
<td>The extent to which users believe that a method can be utilized without much effort (hassle free)</td>
</tr>
<tr>
<td>Compatibility</td>
<td>The extent to which a method is compatible with existing norms or past experiences of potential users</td>
</tr>
<tr>
<td>Subjective Norm</td>
<td>The extent to which users think that people important to them (e.g., colleagues, mentors, managers) would encourage them to adopt a method</td>
</tr>
<tr>
<td>Voluntariness</td>
<td>The extent to which users think that they will adopt a method voluntarily</td>
</tr>
</tbody>
</table>

more than one questions (e.g., standardization) are calculated based on the median of the scores of the composing questions. Similarly, scores in the factor level are the medians of the composing criteria. The highest level of the model (i.e., DoSO), however, is based on the geometric mean of the three factors. Geometric mean is an aggregation method that ensures no variable dominates the result of the aggregation [29].

In Table IV we can see that System A has the highest degree of service orientation (3.6) and System E the lowest. System A scores above average in all criteria except for the degree of autonomy and composability. However, on average, System A scores from medium to high for interoperability, adaptability, and reusability. This results in high degree of service orientation for System A.

System E, on the other hand, scores below average for all criteria except standardization and autonomy. This results lead to low degree of interoperability, adaptability, and reusability, and eventually low degree in service orientation. Another point to notice from the table is that most systems (seven of them) do not publish their services in a service registry. System F uses a service registry, but the corresponding experts are not aware of the details of the registry. Therefore, for System F discoverability is not taken into account for calculating the reusability score.

By looking at the results of the assessments in Table IV we can quickly find weak spots related to service orientation in a system. Moreover, we can elaborate the analysis by looking at the exact question that scores low and perform deeper analysis in the corresponding system for verification. For example, if the degree of service abstraction is low, we can investigate further whether there were conscious decisions that justify such a design decision. Otherwise, this finding can be used to identify future improvements.

So far we have discussed how we can use the results of the assessment to perform analysis per system. Looking at the overall results across systems can help reveal general trends concerning the degree of service orientation. In Figure 4, the summary of the criteria scores is shown using boxplots. Bold horizontal lines in boxes represent median values. From Figure 4 we learn that the nine systems, on average, score high in standardization and statelessness, medium in abstraction and loose coupling, and low in autonomy, genericity, discoverability, and composability.

The summary of the scores at the factor and goal levels is shown in Figure 5. The figure shows that the systems, on average, score medium in interoperability (composed of standardization, abstraction, and loose coupling) and slightly below medium for adaptability (composed of statelessness and autonomy). Furthermore, on average the nine systems score low in reusability (composed of genericity, discoverability, and composability). The fact that on average the systems score low in reusability can be explained by the low scores in its composing criteria: genericity, discoverability, and composability—as shown in Figure 4.

Finally, the degree of service orientation is shown by the rightmost boxplot in Figure 5. None of the systems scores above 4.0 (high degree of service orientation), and half of the systems score between 1.8 to 3.2. Nevertheless, on average, the degree of service orientation of the nine systems is rather low (scores 2.4 out of 5.0). This result gives answer to the second research question (RQ2): What is the degree of service orientation in proprietary SOA systems?

B. Experts’ Evaluation of the DoSO Framework

In this section we present the results of experts’ evaluation of the DoSO framework after using it to assess SOA systems. The evaluation criteria, as mentioned earlier, are perceived usefulness, perceived ease of use, compatibility, subjective norm, and voluntariness (see Table III). Most of the experts who participated in the case studies stated that they have been engaged at least in one assessment
TABLE IV
OVERALL SCORES OF DoSO ASSESSMENT

<table>
<thead>
<tr>
<th>System</th>
<th>Standardization</th>
<th>Abstraction</th>
<th>Loose Coupling</th>
<th>Statelessness</th>
<th>Autonomy</th>
<th>Generality</th>
<th>Discoverability</th>
<th>Composability</th>
<th>Interoperability</th>
<th>Adaptability</th>
<th>Reusability</th>
<th>Service Orientation</th>
</tr>
</thead>
<tbody>
<tr>
<td>A</td>
<td>4.0</td>
<td>5.0</td>
<td>3.0</td>
<td>4.0</td>
<td>2.5</td>
<td>4.0</td>
<td>3.5</td>
<td>2.0</td>
<td>4.0</td>
<td>3.3</td>
<td>3.5</td>
<td>3.6</td>
</tr>
<tr>
<td>B</td>
<td>2.5</td>
<td>3.0</td>
<td>2.5</td>
<td>4.0</td>
<td>1.5</td>
<td>2.0</td>
<td>0.0</td>
<td>2.0</td>
<td>2.5</td>
<td>2.8</td>
<td>2.0</td>
<td>2.4</td>
</tr>
<tr>
<td>C</td>
<td>3.5</td>
<td>2.0</td>
<td>2.0</td>
<td>4.0</td>
<td>2.0</td>
<td>0.0</td>
<td>3.0</td>
<td>2.0</td>
<td>2.0</td>
<td>3.0</td>
<td>1.0</td>
<td>1.8</td>
</tr>
<tr>
<td>D</td>
<td>5.0</td>
<td>3.0</td>
<td>3.0</td>
<td>1.0</td>
<td>1.0</td>
<td>2.0</td>
<td>0.0</td>
<td>1.0</td>
<td>1.0</td>
<td>1.5</td>
<td>1.0</td>
<td>1.1</td>
</tr>
<tr>
<td>E</td>
<td>5.0</td>
<td>1.0</td>
<td>1.0</td>
<td>5.0</td>
<td>1.0</td>
<td>5.0</td>
<td>0.0</td>
<td>2.0</td>
<td>1.0</td>
<td>3.0</td>
<td>1.0</td>
<td>1.4</td>
</tr>
<tr>
<td>F</td>
<td>4.5</td>
<td>4.0</td>
<td>3.5</td>
<td>4.0</td>
<td>2.0</td>
<td>0.0</td>
<td>3.0</td>
<td>2.0</td>
<td>4.0</td>
<td>4.5</td>
<td>2.0</td>
<td>3.3</td>
</tr>
<tr>
<td>G</td>
<td>4.5</td>
<td>5.0</td>
<td>3.0</td>
<td>2.0</td>
<td>3.0</td>
<td>3.0</td>
<td>0.0</td>
<td>3.0</td>
<td>4.5</td>
<td>3.0</td>
<td>3.0</td>
<td>3.2</td>
</tr>
</tbody>
</table>

*NA represents a missing value; hence is not taken into account in the aggregation.*

Fig. 5. Summary of scores of interoperability, adaptability, reusability, and service orientation

Fig. 6. Results of framework adoption evaluation

of SOA system in the last ten years. Furthermore, two experts hold PhD degree and the rest hold master degree in computer science or closely related subject.

Figure 6 shows the results of experts’ opinions in terms of the aforementioned criteria. The chart represents the opinions of the seven experts, except for the subjective norm criteria for which only six experts responded. In the figure we can see that the majority of the experts rated high for the degree of usefulness, ease of use, compatibility and voluntariness of the DoSO framework. Furthermore, we see that there is a polarized opinion for the ease of use of the framework—that is, four experts rated high degree and three rated low degree. Finally, many of the experts seemed undecided when asked about the degree to which other people would use the framework—five experts rated low to average degree, while one rated high degree.

Additionally, we asked the experts to rate the degree to which the framework is able to measure the degree of service orientation. Six experts rated at least high degree, while only one rated low degree. This result indicates that most of the experts agreed with the assessment results given by the DoSO framework. Moreover, when asked about the completeness of the framework, five experts indicated that there is no missing aspect in the framework. For the rest, one expert did not answer and the other one indicated that what missing is a scoping parameter—that is, the framework should be applied to comparable types of services (e.g., data services), rather than to services of different types.

To understand the experts’ rationale, we look further at their textual comments. We identify four important points as follows. First, the DoSO framework is considered useful because it provides common terminology when evaluating SOA systems. Second, while the majority of the experts considered the framework easy to use, some stated the opposite. Those who doubted the ease of use of the framework argued that it took some effort to collect all the required information, and in real assessments they might need to approach the clients to collect the information. Third, the framework has a high compatibility with the experts’ experience because it is structured in the same way as the quality model for software maintainability used by SIG. Finally, concerning the subjective
norm, many experts considered the framework too specific (e.g., applicable only to SOA systems) and it requires further validations before it can be used by a broader audience.

All in all, from the experts’ evaluation we see some positive feedback concerning the usefulness and compatibility of the framework. However, we also see that automation of data collection and further validation of the framework are considered important aspects to be improved in order to increase the chance of future adoption. These results give answer to RQ3: How useful is the framework to characterize SOA systems from experts’ point of view?

VI. DISCUSSION

In the previous sections we have discussed our approach to define a framework to assess the degree of service orientation of SOA systems, its applications to proprietary SOA systems, and the results of such applications. In this section we further discuss the findings.

A. Interpretation of Results

From the applications of the DoSO framework, we learn the following:

- The DoSO framework helps identify weak aspects related to service orientation in SOA systems.
- Within the contexts of the case studies, the degree of service orientation of SOA systems is rather low.
- The reusability of the SOA systems is found to be relatively weaker compared to their interoperability or adaptability.
- The majority of the experts who used the DoSO framework consider it highly useful, easy to use, and compatible with their experience. Moreover, they would highly consider using the framework in the future.

There is a few points that we need to elaborate further concerning the aforementioned findings.

The DoSO framework is a generic framework that can be applied in different contexts using different sources of data depending on available artifacts. In this study we use expert opinions to provide input to the model and we found that the framework is able to capture different degrees of service orientation in the case studies. In other contexts, one can opt for defining more objective metrics to operationalize the framework. Regardless of its operationalization, however, the framework provides common terms or key indicators for evaluating SOA systems.

In the context of the nine studied systems, we have found that according to the experts the average degree of service orientation of these systems is rather low (slightly below average). Amongst all the criteria, only service standardization and statelessness, on average, score above average. These results might reflect that some principles of SOA design are still not considered important or there is little awareness about some principles of SOA design.

The fact that the SOA systems are generally poor in terms of reusability might indicate an interesting phenomenon: services are rarely designed to be highly reusable or composable, let alone publishable. This result is not necessarily bad. Instead, it may reflect the types of problems that typically drive the development of SOA solutions. For example, out of the nine systems, only one system (System A) scores above average for reusability. This system is a custom-made SOA solution that handles various insurance handling processes in the front- and mid office of an insurance firm. It is very likely that services in this system were designed to support reusability because the firm anticipates that more and more services will be delivered by the system. Therefore, highly extendable system is seen as a prerequisite to facilitate such a demand. In the other systems, integration issues may have been the main driver for introducing SOA solutions, and hence there was no incentive to design services that are highly reusable, composable, or discoverable. Nevertheless, further investigation is needed to support this claim.

One important lesson that we also learn from the case studies is that the framework can help frame the discussion about expectations from an SOA solution. Depending on the needs of the business, the initial SOA adoption can be focused on achieving a certain factor such as interoperability. Subsequently, future evolution of the system can be driven by the necessity to achieve the other factors or to improve the already achieved factor even more. This can be formulated in terms of an adoption/evolution roadmap that is based on clear and measurable goals.

B. Limitations

We identified several limitations of this study as follows.

- **Framework completeness**
  In this study, we have developed a framework to assess the degree of service orientation based on the ISO 25010. Although we believe the framework covers most of the significant aspects of service orientation, it is not necessarily complete. To assess its completeness, we have performed validations with seven experts. However, experts did not see major aspects missing in the framework.

- **Subjective assessments**
  The application of the DoSO framework in the case studies is based on expert judgements, which rely on experts’ knowledge about the system and data they have collected in the assessment projects. To increase the reliability of their judgements, the experts were given sufficient time to look up the required artifacts and to complete the tasks of this study.

- **Generalizability**
  The systems used as case studies are proprietary systems of different sizes and types, and are currently operational. To some extent, this guarantees the representativeness of the systems in the sample. Nevertheless, we have to be careful in generalizing the results of this study because it is only based on the assessments of a few SOA systems. Additionally, experts involved in this study are SIG consultants who are already familiar with software assessment based on ISO-based quality models. Therefore, we cannot claim that software engineers beyond the
context of this study will be in agreement with the results concerning the adoption level of the framework.

VII. RELATED WORK

To the best of our knowledge there is little research performed to investigate the degree of service orientation of proprietary SOA systems. A closely related work was done by Shim et al., which proposed a design quality model for service-oriented architecture [30]. The authors defined four quality attributes to represent quality, namely effectiveness, understandability, flexibility, and reusability. These quality attributes are mapped to seven design properties including coupling, cohesion, and complexity, and a set of design metrics is defined to measure these design properties. The quality model was applied to two versions of a research management system and the authors claimed that the changes in quality conformed to their expectation. However, no formal validation was done to support such a claim.

A study similar to the work of Shim et al. was conducted by Alahmari et al. The authors focused on service granularity as quality attribute of SOA and proposed a set of metrics to measure it [31]. This set of metrics is composed of data, functionality and operations granularity metrics. The authors further assessed the impacts service operations granularity on other service attributes, namely service operations complexity, cohesion and coupling, in five refactoring scenarios. The result showed that service operations granularity potentially affects service operations complexity to a high degree.

Bianco et al. established a collection of design-related questions to evaluate SOA [32]. These SOA design questions include aspects such as service granularity, service security, and the use of service registry. The authors also provided an example of applying the design questions to evaluate an SOA system using the Architecture Trade-off Analysis Method (ATAM) [33].

The work of Hau et al. [34] identified contexts in which SOA design principles would be most beneficial. For example, interface orientation (abstraction) is considered helpful in the following circumstances: big and complex projects, projects with multiple teams, projects with volatile requirements and time constraints. The authors considered the contexts as criteria to assess how SOA should be adopted in organizations.

VIII. CONCLUSION AND FUTURE WORK

In this paper we report our investigation on measuring the degree of service orientation of SOA systems. A framework of degree of service orientation (DoSO framework) is proposed and applied to nine case studies involving nine proprietary SOA systems and seven experts who are familiar with the systems. Below we summarize the answers to the research questions.

• RQ1: How can we measure the degree of service orientation of SOA systems?

To measure the degree of service orientation we have developed a conceptual framework based on the ISO 25010. The factors of the framework are interoperability, adaptability and reusability. These factors are decomposed further into measurable criteria such as standardization, loose coupling and compossability. This so-called DoSO framework is operationalized using qualitative metrics based on expert judgments and are applied to case studies of nine SOA systems.

• RQ2: What is the degree of service orientation in proprietary SOA systems?

Based on the results of nine case studies, we learn that, on average, the degree of service orientation of the analyzed SOA systems is rather low (scores 2.4 out of 5.0). Poor reusability of services (determined by genericity, compossability, and discoverability of services) mainly explains the low degree of service orientation.

• RQ3: How useful is the framework to characterize SOA systems from experts’ point of view?

The majority of experts who used the DoSO framework to assess the nine SOA systems consider it useful, easy to use, compatible with their experience, and has the potential for future adoption.

Future work should aim to operationalize the DoSO framework based on a more objective measurement data such as code metrics or design/architectural metrics. Defining such metrics and extracting them using an automated tool will greatly increase the usefulness of the framework. Additionally, further research should evaluate the completeness of the aspects covered in the framework. Finally, to further assess the usefulness and practicality of the framework, more case studies in different contexts are needed.
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